Introduction:

The problem that was to be solved was to make a maze out of disjoint set forests and apply different searches to it

Solution:

I first attempted at the problem by writing pseudocode and trying to make sense of it. I then implemented it into code and ran several times. Each time I ran it I got close to solving the problem. I finally followed it up with actually coming up with the solution.

Results:

The experiments included running the program several times, and finding out the outputs. The running times.
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Conclusions:

I learned that disjoint set forests are very useful.

I Yury Ionov certify that this project is entirely my own work. I wrote, debugged, and tested the code being presented, performed the experiments, and wrote the report. I also certify that I did not share my code or report or provided inappropriate assistance to any student in the class.

![](data:image/jpeg;base64,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)

Source code:

import matplotlib.pyplot as plt

import numpy as np

import random

import time

def draw\_maze(walls,maze\_rows,maze\_cols,cell\_nums=False):

fig, ax = plt.subplots()

for w in walls:

if w[1]-w[0] ==1: #vertical wall

x0 = (w[1]%maze\_cols)

x1 = x0

y0 = (w[1]//maze\_cols)

y1 = y0+1

else:#horizontal wall

x0 = (w[0]%maze\_cols)

x1 = x0+1

y0 = (w[1]//maze\_cols)

y1 = y0

ax.plot([x0,x1],[y0,y1],linewidth=1,color='k')

sx = maze\_cols

sy = maze\_rows

ax.plot([0,0,sx,sx,0],[0,sy,sy,0,0],linewidth=2,color='k')

if cell\_nums:

for r in range(maze\_rows):

for c in range(maze\_cols):

cell = c + r\*maze\_cols

ax.text((c+.5),(r+.5), str(cell), size=10,ha="center", va="center")

ax.axis('off')

ax.set\_aspect(1.0)

def wall\_list(maze\_rows, maze\_cols):

# Creates a list with all the walls in the maze

w =[]

for r in range(maze\_rows):

for c in range(maze\_cols):

cell = c + r\*maze\_cols

if c!=maze\_cols-1:

w.append([cell,cell+1])

if r!=maze\_rows-1:

w.append([cell,cell+maze\_cols])

return w

def DisjointSetForest(size):

return np.zeros(size,dtype=np.int)-1

def find(S,i):

# Returns root of tree that i belongs to

if S[i]<0:

return i

return find(S,S[i])

def find\_c(S,i): #Find with path compression

if S[i]<0:

return i

r = find\_c(S,S[i])

S[i] = r

return r

def union(S,i,j):

# Joins i's tree and j's tree, if they are different

ri = find(S,i)

rj = find(S,j)

if ri!=rj: # Do nothing if i and j belong to the same set

S[rj] = ri # Make j's root point to i's root

def union\_c(S,i,j):

# Joins i's tree and j's tree, if they are different

# Uses path compression

ri = find\_c(S,i)

rj = find\_c(S,j)

if ri!=rj:

S[rj] = ri

def union\_by\_size(S,i,j):

ri = find\_c(S,i)

rj = find\_c(S,j)

if ri!=rj:

if S[ri]>S[rj]:

S[rj] += S[ri]

S[ri] = rj

else:

S[ri] += S[rj]

S[rj] = ri

def numOfSets(S):

total=0

for i in range(len(S)):

if S[i] <= -1:

total = total + 1

return total

def adjacencyListBuilder(originalWalls, modifiedWalls, rows, cols):

numOfCells = rows \* cols

if len(originalWalls) == len(modifiedWalls):

return [[] for i in range(numOfCells)]

adj\_list = [[] for i in range(numOfCells)]

wallsRemoved = []

for i in range(len(originalWalls)):

if originalWalls[i] not in modifiedWalls: #check to see which walls were removed

wallsRemoved.append(originalWalls[i]) #make a list of all the walls removed

"""

This is where I use the list of all of the walls removed to get the propper

indices for the adj\_list, then I append the other part of the wall to the

adj\_list. Example, wall [1, 0], 1 would be the an index for the adj\_list

then I would append 0 to adj\_list[1] and vice versa.

"""

for i in range(len(wallsRemoved)):

adj\_list[wallsRemoved[i][0]].append(wallsRemoved[i][1])#use the walls removed as indices for the adj\_list

adj\_list[wallsRemoved[i][1]].append(wallsRemoved[i][0])

return adj\_list

def breadthFirstSearch(G, startingVertex, end):

"""

I used a queue to store all of the neighbors of a node. I used a

normal list to represent a queue by poping (0). The popped items

get put in the visited list.

"""

visited = []

Q = [startingVertex]

while Q != []:

node = Q.pop(0) #acts like a queue

#adds node to the visited list

if node not in visited:

visited.append(node)

if node == end:

return visited

neighbors = G[node]

#adds neighbors to the queue

for i in neighbors:

Q.append(i)

return visited

def depthFirstSearch(G, startingVertex, end):

"""

I used a stack to store all of the neighbors of a node

when it a node was popped from the stack it'd go into the

visited list

"""

visited = []

stack = [startingVertex]

while stack != []:

current = stack.pop()

for i in G[current]: #i are the neighbors

if i not in visited:

stack.append(i)

visited.append(current)

if current == end: #stops once it reaches its destination

return visited

return visited

def depthFirstSearch\_Recursive(graph, vertex, path=[]):

path += [vertex]

for neighbor in graph[vertex]:

if neighbor not in path:

path = depthFirstSearch\_Recursive(graph, neighbor, path)

return path

def wallRemover(wallList, numRemoved, disjointSet):

if numRemoved > len(wallList):#doesn't do anything if the number of walls is greater than the length of the list

return wallList

removedWalls = []

while len(removedWalls) != numRemoved:#this is where I get the indices that I'm going to remove

randomIndex = random.randint(0, len(wallList) - 1)

if randomIndex not in removedWalls: #this is so there won't be any repeated inices

removedWalls.append(randomIndex)

a = sorted(removedWalls)

for i in range(len(removedWalls)):

wallList.pop(a[len(a) - 1]) #wallList and a had to be popped so there wouldn't be an out of bounds error

a.pop()

return wallList

def wallRemover2(wallList, disjointSet):

while numOfSets(S)>1:

d = random.randint(0,len(walls)-1)

if find(S,walls[d][0]) != find(S,walls[d][1]):

union(S,walls[d][0],walls[d][1])

walls.pop(d)

plt.close("all")

maze\_rows = 12

maze\_cols = 12

walls = wall\_list(maze\_rows,maze\_cols)

wallsCopy = wall\_list(maze\_rows, maze\_cols) #a copy to store orignail wall list

S = DisjointSetForest(maze\_rows \* maze\_cols)

start\_time = time.time()

print("Number of cells:", maze\_rows\*maze\_cols)

numOfWallsToRemove = int(input("Enter the number of walls to remove \nWalls removed: "))

i=0

"""

while int(numOfWallsToRemove)>i:

d = random.randint(0,len(walls)-1)

if find(S,walls[d][0]) != find(S,walls[d][1]):

union(S,walls[d][0],walls[d][1])

walls.pop(d)

i=i+1

"""

newWalls = wallRemover(walls, numOfWallsToRemove, S)

if int(numOfWallsToRemove)<(maze\_rows\*maze\_cols)-1:

print("A path from source to destination is not guaranteed to exist")

if int(numOfWallsToRemove)==(maze\_rows\*maze\_cols)-1:

print("There is a unique path from source to destination")

if int(numOfWallsToRemove)>(maze\_rows\*maze\_cols)-1:

print("There is at least one path from source to destination")

adj\_list = adjacencyListBuilder(wallsCopy, newWalls, maze\_rows, maze\_cols)

print(adj\_list)

draw\_maze(walls,maze\_rows,maze\_cols,cell\_nums=True)

print()

bfs = breadthFirstSearch(adj\_list, 0, len(adj\_list) - 1)

print('breadth first search: ', bfs)

print()

dfs = depthFirstSearch(adj\_list, 0, len(adj\_list) - 1)

print('depth first search: ', dfs)

print()

print()

dfs2=depthFirstSearch\_Recursive(adj\_list, 0, path=[])

print('depth first search recursively: ', dfs2)

print()

print(time.time()-start\_time)